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Abstract: 
 
For efficient application development existing in computer-assisted surgery (CAS) frameworks with 
reusable methods and program frameworks such as IGSTK, MITK or CISST. Whose reimplementation 
would mean a not to be underestimated workload. The incorporation into complex frameworks may 
mean an obstacle, even if only parts of them are used.  
CTK is a lightweight open-source toolkit for the biomedical area, which is a service-based Plug-in-
Framework provides. The design of the CTK framework allows the creation of modular CAS 
applications. Currently there are only a few comprehensive tutorials of the CTK toolkit on the net. We 
present a demo application that can be used as a template for standard navigation.  In this demo is 
specifically addressed the use of the central CTK Plug-in-Framework and explained in detail.  Thus, 
the incorporation time is reduced to the development of CAS applications and also created plug-ins / 
modules can already be easily reused. The source code of the demo application can be requested 
from the authors. 
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1  Problem Statement 
 
Increasing complexity and security requirements for developers in the implementation of modern, 
clinically useful applications with new challenges. In order to address with these problems Frameworks 
such as IGSTK [1], MITK [2], CISST [3] etc. are used. They offer reusable methods and program 
frameworks that simplify development. Hence the complex re-implementation of standard methods 
such as visualization [4], registration/segmentation [5] and navigation [1] can be avoided. Plug-in-
Framework [6] [7] [8] and the support of state machines [1] [6] also help to cope with the level of 
complexity, and increasing reliability.   
 
The increasing scope of a framework may mean a higher effort of incorporation, even though only 
small parts may be used. In return, offer lightweight frameworks with a short incorporation time, e.g.: 
The Common Toolkit [7].     
 
CTK is an open-source toolkit from the biomedical field, which provides a service-based Plug-in-
Framework [7]. The design of the CTK framework allows the creation of modular CAS Applications. 
Currently, there are few comprehensive tutorials on the net. Although CTK is used in MITK framework 
[2], there are no open sample applications, whereby enable efficient development more difficult.  
 
We take up in our article regarding this problem and provide an introduction to the CTK Plug-in-
Framework, minimal examples of its use, as well as an open source demo application that can be 
used as a template for standard navigation. The here created modules/plug-ins can be easily reused, 
by service-/event-based loose coupling.  

 
 
 
 
 



2  Materials and Methods 
 
In this section is a brief overview of Common Toolkits is given, as well as an introduction to the Plug-
in-Framework and its use in the context of computer-assisted surgery. The thereby obtained findings, 
build the basis of demo application that presented in Section 3.  
 
The CTK framework consists of a comprehensive DICOM loader [9], a DICOM Application Hosting 
System, a collection of QT Widgets with relating to biomedical applications, a command line interface 
and a Plug-in-Framework. The individual elements are based on C++ using QT libraries [6]. The 
following sections discuss only the Plug-in-Framework, since it allows a modular design of CAS 
applications and the demo application is built upon. The other functions of the framework can be used 
without restriction to extend the demo application. 
 
CTK plug-ins are modular units within an application that conceptually take separating functions from 
each other such as communication to a tracker, the preparation of GUI elements or reading data. 
Plug-ins are compiled separately and loaded by the Plug-in-Framework at runtime. Plug-ins are 
started by a plug-in activator class, for the parallel execution of a plug-in a GUI or background thread 
must be started in this class. Each plug-in contains a pointer to the plug-in context, which provides an 
access point to all loaded plug-in and services. The main program must therefore start only the plug-
ins and initialize a framework for the graphical user interface as needed. The communication between 
plug-ins is provided through services. As a Service Objects are called, have been registered by a plug-
in in the CTK Service Registry and are derived from the CTK service class. The CTK Service Registry 
serves as a central point for plug-in that either provide a service or to access a service. A Service, 
thereby uniquely defined by its interface (C++ class which usually only contains virtual methods) and 
its properties (C++ hash map which contains names and status as the standard data types of 
properties). Thereby it must both the plug-in that provides the service, as well as all the plug-ins that 
access the service, include the interface. A plug-in provides a service by registering itself in the CTK 
Service Registry. Other plug-ins can assign the registry, by specifying the interfaces and its properties 
as a tracker object (instance of a class that implements the abstract class ctkServiceTracker). This 
object will now be notified when the service of the CTK Service Registry is added or removed, or the 
properties of the service to be changed. The notification takes place synchronously wherefore, plug-
ins that propagates a change to the Service Object, it should have no locks. Alternatively, a plug-in or 
the main program access to a Service Object directly from the Service Registry, a manipulation of the 
object by several plug-ins should be avoided because of memory safety. Figure 1a shows the service-
based communication between the plug-ins. Plug-in A provides the Service Object. Plug-in B 
accesses a Service Tracker Object, which is notified at a change. Plug-in C and the main program 
access directly the Service Object.  
 

 
 
Another way to communicate between Plug-ins is events. The event management is handled by the 
CTK own Eventadmin plug-in which provides the service ctkEventAdmin for sending events. This 
service allows plug-ins (consisting of properties analogous to services) to publish events to a specific 
topic (of type QString). To receive events for a specific topic, ctkEventHandler plug-ins must 
implement the interface and register itself with the Service Registry. Events may be sent 
synchronously or asynchronously. Figure 1b illustrates the relationship between the Eventadmin Plug-
in and other plug-ins. Plug-in D sends an object under a particular topic, the Eventadmin plug-in calls 
the handleEvent method of plug-in E (after it has been previously registered on the topic).  
 
 



In context of computer-assisted surgery service-based communication is especially suitable for the 
exchange of data that cannot be described by standard C++ data types, because these are not 
supported by events. Examples for this are the transfer of DICOM [9] data between plug-ins or from 
QT GUI elements to the main program. In contrast, asynchronous transmitted events; for small, often 
to update data such as tracker coordinates can be used for real-time navigation.  
 
The service/event-based kind of the data exchange provides loose coupling between individual plug-
ins, and thus the modular structure of a CAS application as presented in Section 3. Once created 
Plug-ins can be not only reused easily in other programs, but also include their own state machines. 
Each plug-in acts as a standalone module whose status by defined Access points (GUI inputs, service 
updates, and events) can be changed. Since CTK based on QT [6], the QT offers own state machines 
implementation. Since plug-ins can include any libraries, the use of other implementations, such as 
IGSTK [1] is possible. 
 
 

3  Results 
 
To validate the use of CTK in computer-assisted surgery, and to facilitate the entry into the framework, 
a demo application is developed. It enables the loading of DICOM [9] images, the integration of 
tracking data, the marker-based registration of CT data, navigation and the display of (Stereo-) video 
streams.  
 
The structure of the application can be split into three subgroups: 
 
Main program: The main program handles the loading of plug-ins and provides a basic QT GUI 
framework (Figure 2a). This is from Service Objects loaded dynamically, that are registered by 
visualization plug-ins. The right frame contains the visualization of the currently selected plug-ins, left 
the controls for all plug-ins. By clicking on the plug-in title an active plug-in can be selected. 
 
Visualization-Plug-ins: Visualization plug-ins provide the GUI elements to main program by a 
service. These consist of a visualization element (VE, Figure 2a, red), which handles the actual 
graphical representation, and a control element (KE, Figure 2a, blue). For the demo applications are 
three visualization-plug-ins created: 
 

Dicom Loader: By the KE can [9] CT DICOM data is loaded. In VE, the data in a coronal 
sagittal, axial as well as in a combined view are presented. For this, the IGSTK DicomReader 
[1] is used, the GUI elements are created with the QT Designer [6]. A pointer to the DICOM 
data is stored in a Service Object, when it is updated the navigation plug-in is notified  
 
Navigation: The navigation plug-in takes over the marker-based registration of DICOM [9] 
data, their visualization and navigation. The visualization is carried out analogously to the 
DICOM Loader plug-in (Figure2a). The tracking data receives it via asynchronous events from 
the tracker-communications plug-in. Due to the loose coupling it is possible to replace arbitrary 
tracker-communication plug-in.  
 
Stereo-Microscope-Visualization: Intended as a tech demo, the microscope plug-in serves 
no benefit to the navigation. The KE contains no control elements In VE the left and right two 
video streams are displayed on stereo-camera setups. The stream receives it as a GUI 
element via a service of the microscope communication plug-in. In order to enable a stereo-
microscope-navigation, it is possible to receive events from the tracker communications plug-
in, and reuse the navigation GUI elements. This feature has not been implemented because of 
the simplicity.  
 

Communication-Plug-ins: Communication-plug-ins provide visualization-plug-ins by services and 
events information. They serve as an interface to the hardware. These plug-ins can be replaced any 
time new (e.g. order to communicate with other trackers) as long as they implement the same service 
interface or send the same events.  
 

 
 



Tracker-Communication: The Tracker-communication Plug-in establishes the connection to 
a specific Tracker. In the demo application using IGSTK [1] marker coordinates from an 
Optotrak Certus Tracker (NDI, Germany) are read and by event (via the Eventadmin-Plug-in) 
to the Navigation-plug-in sent. To integrate other trackers (e.g. by IGSTK [1] or OpenIGTLink 
[10]) it is enough to create a new Tracker-Communication-Plug-in and send events to the 
Eventadmin-Plug-in.  
 
Microscope-Communication: This plug-in implements the connection to a stereo-camera 
setup, which represents the cameras of a stereo-microscope. The video-stream is provided as 
a QT GUI element by a service to the stereo-microscope-visualization-plug-in. This plug-in 
makes available all the other parameters of the microscope (zoom, focus, position, etc.). 
 

Figure 2b shows the communication between the main program, visualization-plug-ins, 
communication-plug-ins and Eventadmin-plug-in, as well as their services. The main program starts all 
plug-ins. This can be done in any order, because each plug-in has its own state machine. As long as 
not all required services are initialized, each plug-in waits in a "wait" status. After the starting of 
visualization-plug-ins, the main program loads the GUI elements in the GUI-framework. Are the 
DICOM data using the DICOM loader loaded, the Service Object tracker is notified of the navigation-
plug-ins. Thereby, the navigation plug-in gets the DICOM data from the DICOM data Service Object. 
Gets the navigation-plug-in tracker coordinate events (i.e. when the tracker communication has been 
started successfully), it can begin with the registration and subsequent navigation in the navigation 
plug-in. From the process independent, receives the stereo-microscope-plug-in the video stream as a 
GUI element, once the microscope-communication has been initialized.  
 
 

 
 
 

 
4  Discussion 
 
Compared to comprehensive toolkit in the CAS area, the Common Toolkit provides a short 
incorporation time. Although, for example MITK [2] is based on CTK, its use is associated with high 
effort for its extensive range of functions. In contrast, the CTK Plug-in-Framework allows for effective 
development of prototypes and demos. Plug-ins may be easily replaced or reused by a service-based 
communication. Any required functions (e.g. segmentation/registration, state machines) can by 
integration of known libraries such as ITK [5] or QT [6] are used.  
 
The presented demo application represents a simple example of standard navigation using Common 
Toolkits. By implementing it was demonstrated that CTK can be used in the field of CAS. Using the 
publicly available source code, the demo offers a help in the development of the CTK Plug-in-
Framework.  
 



5  Summary 
 
In the implementation of modern, clinically useful CAS applications, problems such as increasing 
complexity and reliability demands more and more into the foreground. The use of frameworks 
suppose these problems, and facilitates the development. With increasing extent, the incorporation 
time can mean an increased workload, particularly when it goes to fast prototyping or tech-demos. The 
lightweight Common Toolkit therefore particularly suited for this, but only few tutorials and examples 
can be found currently in net.  
 
In this article, is taken reference to these problems, and an introduction to the CTK Plug-in-
Framework. This allows the creation of modular CAS applications and the integration of external 
libraries to extend the functionality without having to resort to larger frameworks In Section 2, the 
creation of plug-ins has been described, as well as their communication by use services and plug-ins. 
To facilitate introduction into the CTK framework and to review its use in the CAS area, a demo 
application for default navigation is created, which is presented in Section 3.  
 
The source code of the demo application, minimal examples of plug-ins and a tutorial are freely 
available on www.voxelmaster.at. Using this assistance, the development of CAS applications can be 
made simpler and more efficient. 
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